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##### What is Angular JS?

AngularJS is a framework to build large scale and high performance web application while keeping them as easy-to-maintain. Following are the features of AngularJS framework.

AngularJS is a powerful JavaScript based development framework to create RICH Internet Application (RIA).

AngularJS provides developers options to write client side application (using JavaScript) in a clean MVC (Model View Controller) way.

Application written in AngularJS is cross-browser compliant. AngularJS automatically handles JavaScript code suitable for each browser.

AngularJS is open source, completely free, and used by thousands of developers around the world. It is licensed under the Apache License version 2.0.

##### What is data binding in Angular JS?

Data binding is the automatic synchronization of data between model and view components. ng-model directive is used in data binding.

##### What is scope in Angular JS?

Scopes are objects that refer to the model. They act as glue between controller and view.

##### What are the controllers in AngularJS?

Controllers are JavaScript functions that are bound to a particular scope. They are the prime actors in AngularJS framework and carry functions to operate on data and decide which view is to be updated to show the updated model based data.

##### What are the services in AngularJS?

AngularJS come with several built-in services. For example $https: service is used to make XMLHttpRequests (Ajax calls). Services are singleton objects which are instantiated only once in app.

##### What are the filters in AngularJS?

Filters select a subset of items from an array and return a new array. Filters are used to show filtered items from a list of items based on defined criteria.

##### Explain directives in AngularJS.

Directives are markers on DOM elements (such as elements, attributes, css, and more). These can be used to create custom HTML tags that serve as new, custom widgets. AngularJS has built-in directives (ng-bind, ng-model, etc) to perform most of the task that developers have to do.

##### Explain templates in AngularJS.

Templates are the rendered view with information from the controller and model. These can be a single file (like index.html) or multiple views in one page using "partials".

##### What is routing in AngularJS?

It is concept of switching views. AngularJS based controller decides which view to render based on the business logic.

##### What is deep linking in AngularJS?

Deep linking allows you to encode the state of application in the URL so that it can be bookmarked. The application can then be restored from the URL to the same state.

##### What are the advantages of AngularJS?

Following are the advantages of AngularJS.

* AngularJS provides capability to create Single Page Application in a very clean and maintainable way.
* AngularJS provides data binding capability to HTML thus giving user a rich and responsive experience.
* AngularJS code is unit testable.
* AngularJS uses dependency injection and make use of separation of concerns.
* AngularJS provides reusable components.
* With AngularJS, developer writes less code and gets more functionality.
* In AngularJS, views are pure html pages, and controllers written in JavaScript do the business processing.
* AngularJS applications can run on all major browsers and smart phones including Android and iOS based phones/tablets.

##### What are the disadvantages of AngularJS?

Following are the disadvantages of AngularJS.

* **Not Secure** − Being JavaScript only framework, application written in AngularJS are not safe. Server side authentication and authorization is must to keep an application secure.
* **Not degradable** − If your application user disables JavaScript then user will just see the basic page and nothing more.

##### Which are the core directives of AngularJS?

Following are the three core directives of AngularJS.

* **ng-app** − This directive defines and links an AngularJS application to HTML.
* **ng-model** − This directive binds the values of AngularJS application data to HTML input controls.
* **ng-bind** − This directive binds the AngularJS Application data to HTML tags.

##### Explain AngularJS boot process.

When the page is loaded in the browser, following things happen:

* HTML document is loaded into the browser, and evaluated by the browser. AngularJS JavaScript file is loaded; the angular *global* object is created. Next, JavaScript which registers controller functions is executed.
* Next AngularJS scans through the HTML to look for AngularJS apps and views. Once view is located, it connects that view to the corresponding controller function.
* Next, AngularJS executes the controller functions. It then renders the views with data from the model populated by the controller. The page gets ready.

##### What is MVC?

**M**odel **V**iew **C**ontroller or MVC as it is popularly called, is a software design pattern for developing web applications. A Model View Controller pattern is made up of the following three parts:

* **Model** − It is the lowest level of the pattern responsible for maintaining data.
* **View** − It is responsible for displaying all or a portion of the data to the user.
* **Controller** − It is a software Code that controls the interactions between the Model and View.

##### Explain ng-app directive.

ng-app directive defines and links an AngularJS application to HTML. It also indicate the start of the application.

##### Explain ng-model directive.

ng-model directive binds the values of AngularJS application data to HTML input controls. It creates a model variable which can be used with the html page and within the container control( for example, div) having ng-app directive.

##### Explain ng-bind directive.

ng-bind directive binds the AngularJS Application data to HTML tags. ng-bind updates the model created by ng-model directive to be displayed in the html tag whenever user input something in the control or updates the html control's data when model data is updated by controller.

##### Explain ng-controller directive.

ng-controller directive tells AngularJS what controller to use with this view. AngularJS application mainly relies on controllers to control the flow of data in the application. A controller is a JavaScript object containing attributes/properties and functions. Each controller accepts $scope as a parameter which refers to the application/module that controller is to control.

##### How AngularJS integrates with HTML?

AngularJS being a pure javaScript based library integrates easily with HTML.

**Step 1** − Include angularjs javascript libray in the html page

<head>

<script src = "https://ajax.googleapis.com/ajax/libs/angularjs/1.3.14/angular.min.js"></script>

</head>

**Step 2** − Point to AngularJS app

Next we tell what part of the HTML contains the AngularJS app. This done by adding the *ng-app* attribute to the root HTML element of the AngularJS app. You can either add it to *html* element or *body* element as shown below:

<body ng-app = "myapp">

</body>

##### Explain ng-init directive.

ng-init directive initializes an AngularJS Application data. It is used to put values to the variables to be used in the application.

##### Explain ng-repeat directive.

ng-repeat directive repeats html elements for each item in a collection.

##### What are AngularJS expressions?

Expressions are used to bind application data to html. Expressions are written inside double braces like {{ expression}}. Expressions behave in same way as ng-bind directives. AngularJS application expressions are pure JavaScript expressions and outputs the data where they are used.

##### Explain uppercase filter.

Uppercase filter converts a text to upper case text.

In below example, we've added uppercase filter to an expression using pipe character. Here we've added uppercase filter to print student name in all capital letters.

Enter first name:<input type = "text" ng-model = "student.firstName">

Enter last name: <input type = "text" ng-model = "student.lastName">

Name in Upper Case: {{student.fullName() | uppercase}}

##### Explain lowercase filter.

Lowercase filter converts a text to lower case text.

In below example, we've added lowercase filter to an expression using pipe character. Here we've added lowercase filter to print student name in all lowercase letters.

Enter first name:<input type = "text" ng-model = "student.firstName">

Enter last name: <input type = "text" ng-model = "student.lastName">

Name in Upper Case: {{student.fullName() | lowercase}}

##### Explain currency filter.

Currency filter formats text in a currency format.

In below example, we've added currency filter to an expression returning number using pipe character. Here we've added currency filter to print fees using currency format.

Enter fees: <input type = "text" ng-model = "student.fees">

fees: {{student.fees | currency}}

##### Explain filter filter.

filter filter is used to filter the array to a subset of it based on provided criteria.

In below example, to display only required subjects, we've used subjectName as filter.

Enter subject: <input type = "text" ng-model = "subjectName">

Subject:

<ul>

<li ng-repeat = "subject in student.subjects | filter: subjectName">

{{ subject.name + ', marks:' + subject.marks }}

</li>

</ul>

##### Explain orderby filter.

orderby filter orders the array based on provided criteria.

In below example, to order subjects by marks, we've used orderBy marks.

Subject:

<ul>

<li ng-repeat = "subject in student.subjects | orderBy:'marks'">

{{ subject.name + ', marks:' + subject.marks }}

</li>

</ul>

##### Explain ng-disabled directive.

ng-disabled directive disables a given control.

In below example, we've added ng-disabled attribute to a HTML button and pass it a model. Then we've attached the model to an checkbox and can see the variation.

<input type = "checkbox" ng-model = "enableDisableButton">Disable Button

<button ng-disabled = "enableDisableButton">Click Me!</button>

##### Explain ng-show directive.

ng-show directive shows a given control.

In below example, we've added ng-show attribute to a HTML button and pass it a model. Then we've attached the model to a checkbox and can see the variation.

<input type = "checkbox" ng-model = "showHide1">Show Button

<button ng-show = "showHide1">Click Me!</button>

##### Explain ng-hide directive.

ng-hide directive hides a given control.

In below example, we've added ng-hide attribute to a HTML button and pass it a model. Then we've attached the model to a checkbox and can see the variation.

<input type = "checkbox" ng-model = "showHide2">Hide Button

<button ng-hide = "showHide2">Click Me!</button>

##### Explain ng-click directive.

ng-click directive represents a AngularJS click event.

In below example, we've added ng-click attribute to a HTML button and added an expression to updated a model. Then we can see the variation.

<p>Total click: {{ clickCounter }}</p></td>

<button ng-click = "clickCounter = clickCounter + 1">Click Me!</button>

##### How angular.module works?

angular.module is used to create AngularJS modules along with its dependent modules. Consider the following example:

var mainApp = angular.module("mainApp", []);

Here we've declared an application **mainApp** module using angular.module function. We've passed an empty array to it. This array generally contains dependent modules declared earlier.

##### How to validate data in AngularJS?

AngularJS enriches form filling and validation. We can use $dirty and $invalid flags to do the validations in seamless way. Use novalidate with a form declaration to disable any browser specific validation.

Following can be used to track error.

* **$dirty** − states that value has been changed.
* **$invalid** − states that value entered is invalid.
* **$error** − states the exact error.

##### Explain ng-include directive.

Using AngularJS, we can embed HTML pages within a HTML page using ng-include directive.

<div ng-app = "" ng-controller = "studentController">

<div ng-include = "'main.htm'"></div>

<div ng-include = "'subjects.htm'"></div>

</div>

##### How to make an ajax call using Angular JS?

AngularJS provides $https: control which works as a service to make ajax call to read data from the server. The server makes a database call to get the desired records. AngularJS needs data in JSON format. Once the data is ready, $https: can be used to get the data from server in the following manner:

function studentController($scope,$https:) {

var url = "data.txt";

$https:.get(url).success( function(response) {

$scope.students = response;

});

}

##### What is use of $routeProvider in AngularJS?

$routeProvider is the key service which set the configuration of urls, maps them with the corresponding html page or ng-template, and attaches a controller with the same.

##### What is $rootScope?

Scope is a special JavaScript object which plays the role of joining controller with the views. Scope contains the model data. In controllers, model data is accessed via $scope object. $rootScope is the parent of all of the scope variables.

##### What is scope hierarchy in AngularJS?

Scopes are controllers specific. If we define nested controllers then child controller will inherit the scope of its parent controller.

<script>

var mainApp = angular.module("mainApp", []);

mainApp.controller("shapeController", function($scope) {

$scope.message = "In shape controller";

$scope.type = "Shape";

});

mainApp.controller("circleController", function($scope) {

$scope.message = "In circle controller";

});

</script>

Following are the important points to be considered in above example.

* We've set values to models in shapeController.
* We've overridden message in child controller circleController. When "message" is used within module of controller circleController, the overridden message will be used.

##### What is a service?

Services are JavaScript functions and are responsible to do specific tasks only. Each service is responsible for a specific task for example, $https: is used to make ajax call to get the server data. $route is used to define the routing information and so on. Inbuilt services are always prefixed with $ symbol.

##### What is service method?

Using service method, we define a service and then assign method to it. We've also injected an already available service to it.

mainApp.service('CalcService', function(MathService){

this.square = function(a) {

return MathService.multiply(a,a);

}

});

##### What is factory method?

Using factory method, we first define a factory and then assign method to it.

var mainApp = angular.module("mainApp", []);

mainApp.factory('MathService', function() {

var factory = {};

factory.multiply = function(a, b) {

return a \* b

}

return factory;

});

##### What are the differences between service and factory methods?

factory method is used to define a factory which can later be used to create services as and when required whereas service method is used to create a service whose purpose is to do some defined task.

##### Which components can be injected as a dependency in AngularJS?

AngularJS provides a supreme Dependency Injection mechanism. It provides following core components which can be injected into each other as dependencies.

* value
* factory
* service
* provider
* constant

##### What is provider?

provider is used by AngularJS internally to create services, factory etc. during config phase(phase during which AngularJS bootstraps itself). Below mention script can be used to create MathService that we've created earlier. Provider is a special factory method with a method get() which is used to return the value/service/factory.

//define a module

var mainApp = angular.module("mainApp", []);

...

//create a service using provider which defines a method square to return square of a number.

mainApp.config(function($provide) {

$provide.provider('MathService', function() {

this.$get = function() {

var factory = {};

factory.multiply = function(a, b) {

return a \* b;

}

return factory;

};

});

});

##### What is constant?

constants are used to pass values at config phase considering the fact that value cannot be used to be passed during config phase.

mainApp.constant("configParam", "constant value");

##### Is AngularJS extensible?

Yes! In AngularJS we can create custom directive to extend AngularJS existing functionalities.

Custom directives are used in AngularJS to extend the functionality of HTML. Custom directives are defined using "directive" function. A custom directive simply replaces the element for which it is activated. AngularJS application during bootstrap finds the matching elements and do one time activity using its compile() method of the custom directive then process the element using link() method of the custom directive based on the scope of the directive.

##### On which types of component can we create a custom directive?

AngularJS provides support to create custom directives for following type of elements.

* **Element directives** − Directive activates when a matching element is encountered.
* **Attribute** − Directive activates when a matching attribute is encountered.
* **CSS** − Directive activates when a matching css style is encountered.
* **Comment** − Directive activates when a matching comment is encountered

##### What is internationalization?

Internationalization is a way to show locale specific information on a website. For example, display content of a website in English language in United States and in Danish in France.

##### How to implement internationalization in AngularJS?

AngularJS supports inbuilt internationalization for three types of filters currency, date and numbers. We only need to incorporate corresponding js according to locale of the country. By default it handles the locale of the browser. For example, to use Danish locale, use following script

<script src = "https://code.angularjs.org/1.2.5/i18n/angular-locale\_da-dk.js"></script>

# Angular JS tutorial

## Environment Setup

<https://www.tutorialspoint.com/angularjs/angularjs_environment.htm>

### Include AngularJS

We have included the AngularJS JavaScript file in the HTML page so we can use AngularJS −

<head>

<script src = "https://ajax.googleapis.com/ajax/libs/angularjs/1.4.8/angular.min.js"></script>

</head>

If you want to update into latest version of Angular JS, use the following script source or else Check the latest version of AngularJS on their official website.

<head>

<script src = "https://ajax.googleapis.com/ajax/libs/angularjs/1.5.2/angular.min.js"></script>

</head>

### Point to AngularJS app

Next we tell what part of the HTML contains the AngularJS app. This done by adding the *ng-app* attribute to the root HTML element of the AngularJS app. You can either add it to *html* element or *body* element as shown below −

<body ng-app = "myapp">

</body>

### View

The view is this part −

<div ng-controller = "HelloController" >

<h2>Welcome {{helloTo.title}} to the world of Tutorialspoint!</h2>

</div>

*ng-controller* tells AngularJS what controller to use with this view. *helloTo.title*tells AngularJS to write the "model" value named helloTo.title to the HTML at this location.

### Controller

The controller part is −

<script>

angular.module("myapp", [])

.controller("HelloController", function($scope) {

$scope.helloTo = {};

$scope.helloTo.title = "AngularJS";

});

</script>

This code registers a controller function named *HelloController* in the angular module named *myapp*. We will study more about [modules](https://www.tutorialspoint.com/angularjs/angularjs_modules.htm) and [controllers](https://www.tutorialspoint.com/angularjs/angularjs_controllers.htm) in their respective chapters. The controller function is registered in angular via the angular.module(...).controller(...) function call.

The $scope parameter passed to the controller function is the *model*. The controller function adds a *helloTo* JavaScript object, and in that object it adds a *title* field.

### Execution

Save the above code as *myfirstexample.html* and open it in any browser. You will see an output as below −

Welcome AngularJS to the world of Tutorialspoint!

When the page is loaded in the browser, following things happen −

* HTML document is loaded into the browser, and evaluated by the browser. AngularJS JavaScript file is loaded, the angular *global* object is created. Next, JavaScript which registers controller functions is executed.
* Next AngularJS scans through the HTML to look for AngularJS apps and views. Once view is located, it connects that view to the corresponding controller function.
* Next, AngularJS executes the controller functions. It then renders the views with data from the model populated by the controller. The page is now ready.

## MVC Architecture

**M**odel **V**iew **C**ontroller or MVC as it is popularly called, is a software design pattern for developing web applications. A Model View Controller pattern is made up of the following three parts −

* **Model** − It is the lowest level of the pattern responsible for maintaining data.
* **View** − It is responsible for displaying all or a portion of the data to the user.
* **Controller** − It is a software Code that controls the interactions between the Model and View.

MVC is popular because it isolates the application logic from the user interface layer and supports separation of concerns. The controller receives all requests for the application and then works with the model to prepare any data needed by the view. The view then uses the data prepared by the controller to generate a final presentable response. The MVC abstraction can be graphically represented as follows.

![AngularJS MVC](data:image/jpeg;base64,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)

### The Model

The model is responsible for managing application data. It responds to the request from view and to the instructions from controller to update itself.

### The View

A presentation of data in a particular format, triggered by the controller's decision to present the data. They are script-based template systems such as JSP, ASP, PHP and very easy to integrate with AJAX technology.

### The Controller

The controller responds to user input and performs interactions on the data model objects. The controller receives input, validates it, and then performs business operations that modify the state of the data model.

AngularJS is a MVC based framework. In the coming chapters, we will see how AngularJS uses MVC methodology.

## ANGULARJS - FIRST APPLICATION

Before we start with creating actual HelloWorld application using AngularJS, let us see what are the actual parts of a AngularJS application. An AngularJS application consists of following three important parts −

* **ng-app** − This directive defines and links an AngularJS application to HTML.
* **ng-model** − This directive binds the values of AngularJS application data to HTML input controls.
* **ng-bind** − This directive binds the AngularJS Application data to HTML tags.

### Steps to create AngularJS Application

### Step 1 − Load framework

Being a pure JavaScript framework, It can be added using <Script> tag.

<script src = "https://ajax.googleapis.com/ajax/libs/angularjs/1.3.14/angular.min.js">

</script>

### Step 2 − Define AngularJS Application using ng-app directive

<div ng-app = "">

...

</div>

### Step 3 − Define a model name using ng-model directive

<p>Enter your Name: <input type = "text" ng-model = "name"></p>

### Step 4 − Bind the value of above model defined using ng-bind directive.

<p>Hello <span ng-bind = "name"></span>!</p>

### Steps to run AngularJS Application

Use above mentioned three steps in an HTML page.

*testAngularJS.htm*

<html>

<head>

<title>AngularJS First Application</title>

</head>

<body>

<h1>Sample Application</h1>

<div ng-app = "">

<p>Enter your Name: <input type = "text" ng-model = "name"></p>

<p>Hello <span ng-bind = "name"></span>!</p>

</div>

<script src = "https://ajax.googleapis.com/ajax/libs/angularjs/1.3.14/angular.min.js"></script>

</body>

</html>

### Output

Open textAngularJS.htm in a web browser. Enter your name and see the result.

### How AngularJS integrates with HTML

* ng-app directive indicates the start of AngularJS application.
* ng-model directive then creates a model variable named "name" which can be used with the html page and within the div having ng-app directive.
* ng-bind then uses the name model to be displayed in the html span tag whenever user input something in the text box.
* Closing</div> tag indicates the end of AngularJS application.

## ANGULARJS - DIRECTIVES

<https://www.tutorialspoint.com/angularjs/angularjs_directives.htm>
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AngularJS directives are used to extend HTML. These are special attributes starting with ng- prefix. We're going to discuss following directives −

* **ng-app** − This directive starts an AngularJS Application.
* **ng-init** − This directive initializes application data.
* **ng-model** − This directive binds the values of AngularJS application data to HTML input controls.
* **ng-repeat** − This directive repeats html elements for each item in a collection.

### ng-app directive

ng-app directive starts an AngularJS Application. It defines the root element. It automatically initializes or bootstraps the application when web page containing AngularJS Application is loaded. It is also used to load various AngularJS modules in AngularJS Application. In following example, we've defined a default AngularJS application using ng-app attribute of a div element.

<div ng-app = "">

...

</div>

### ng-init directive

ng-init directive initializes an AngularJS Application data. It is used to put values to the variables to be used in the application. In following example, we'll initialize an array of countries. We're using JSON syntax to define array of countries.

<div ng-app = "" ng-init = "countries = [{locale:'en-US',name:'United States'}, {locale:'en-GB',name:'United Kingdom'}, {locale:'en-FR',name:'France'}]">

...

</div>

### ng-model directive

This directive binds the values of AngularJS application data to HTML input controls. In following example, we've defined a model named "name".

<div ng-app = "">

...

<p>Enter your Name: <input type = "text" ng-model = "name"></p>

</div>

### ng-repeat directive

ng-repeat directive repeats html elements for each item in a collection. In following example, we've iterated over array of countries.

<div ng-app = "">

...

<p>List of Countries with locale:</p>

<ol>

<li ng-repeat = "country in countries">

{{ 'Country: ' + country.name + ', Locale: ' + country.locale }}

</li>

</ol>

</div>

### Example

Following example will showcase all the above mentioned directives.

*testAngularJS.htm*

<html>

<head>

<title>AngularJS Directives</title>

</head>

<body>

<h1>Sample Application</h1>

<div ng-app = "" ng-init = "countries = [{locale:'en-US',name:'United States'}, {locale:'en-GB',name:'United Kingdom'}, {locale:'en-FR',name:'France'}]">

<p>Enter your Name: <input type = "text" ng-model = "name"></p>

<p>Hello <span ng-bind = "name"></span>!</p>

<p>List of Countries with locale:</p>

<ol>

<li ng-repeat = "country in countries">

{{ 'Country: ' + country.name + ', Locale: ' + country.locale }}

</li>

</ol>

</div>

<script src = "https://ajax.googleapis.com/ajax/libs/angularjs/1.3.14/angular.min.js"></script>

</body>

</html>

### Output

Open textAngularJS.htm in a web browser. Enter your name and see the result.

## ANGULARJS - EXPRESSIONS

<https://www.tutorialspoint.com/angularjs/angularjs_expressions.htm>
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Expressions are used to bind application data to html. Expressions are written inside double braces like {{ expression}}. Expressions behaves in same way as ng-bind directives. AngularJS application expressions are pure javascript expressions and outputs the data where they are used.

### Using numbers

<p>Expense on Books : {{cost \* quantity}} Rs</p>

### Using strings

<p>Hello {{student.firstname + " " + student.lastname}}!</p>

### Using object

<p>Roll No: {{student.rollno}}</p>

### Using array

<p>Marks(Math): {{marks[3]}}</p>

### Example

Following example will showcase all the above mentioned expressions.

*testAngularJS.htm*

<html>

<head>

<title>AngularJS Expressions</title>

</head>

<body>

<h1>Sample Application</h1>

<div ng-app = "" ng-init = "quantity = 1;cost = 30; student = {firstname:'Mahesh',lastname:'Parashar',rollno:101};marks = [80,90,75,73,60]">

<p>Hello {{student.firstname + " " + student.lastname}}!</p>

<p>Expense on Books : {{cost \* quantity}} Rs</p>

<p>Roll No: {{student.rollno}}</p>

<p>Marks(Math): {{marks[3]}}</p>

</div>

<script src = "https://ajax.googleapis.com/ajax/libs/angularjs/1.3.14/angular.min.js"></script>

</body>

</html>

### Output

Open textAngularJS.htm in a web browser. See the result.

## ANGULARJS - CONTROLLERS

<https://www.tutorialspoint.com/angularjs/angularjs_controllers.htm>
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AngularJS application mainly relies on controllers to control the flow of data in the application. A controller is defined using ng-controller directive. A controller is a JavaScript object containing attributes/properties and functions. Each controller accepts $scope as a parameter which refers to the application/module that controller is to control.

<div ng-app = "" ng-controller = "studentController">

...

</div>

Here we've declared a controller **studentController** using ng-controller directive. As a next step we'll define the studentController as follows −

<script>

function studentController($scope) {

$scope.student = {

firstName: "Mahesh",

lastName: "Parashar",

fullName: function() {

var studentObject;

studentObject = $scope.student;

return studentObject.firstName + " " + studentObject.lastName;

}

};

}

</script>

* studentController defined as a JavaScript object with $scope as argument.
* $scope refers to application which is to use the studentController object.
* $scope.student is property of studentController object.
* firstName and lastName are two properties of $scope.student object. We've passed the default values to them.
* fullName is the function of $scope.student object whose task is to return the combined name.
* In fullName function we're getting the student object and then return the combined name.
* As a note, we can also define the controller object in separate JS file and refer that file in the html page.

Now we can use studentController's student property using ng-model or using expressions as follows.

Enter first name: <input type = "text" ng-model = "student.firstName"><br>

Enter last name: <input type = "text" ng-model = "student.lastName"><br>

<br>

You are entering: {{student.fullName()}}

* We've bounded student.firstName and student.lastname to two input boxes.
* We've bounded student.fullName to HTML.
* Now whenever you type anything in first name and last name input boxes, you can see the full name getting updated automatically.

### Example

Following example will showcase use of controller.

*testAngularJS.htm*

<html>

<head>

<title>Angular JS Controller</title>

<script src = "https://ajax.googleapis.com/ajax/libs/angularjs/1.3.14/angular.min.js"></script>

</head>

<body>

<h2>AngularJS Sample Application</h2>

<div ng-app = "mainApp" ng-controller = "studentController">

Enter first name: <input type = "text" ng-model = "student.firstName"><br><br>

Enter last name: <input type = "text" ng-model = "student.lastName"><br>

<br>

You are entering: {{student.fullName()}}

</div>

<script>

var mainApp = angular.module("mainApp", []);

mainApp.controller('studentController', function($scope) {

$scope.student = {

firstName: "Mahesh",

lastName: "Parashar",

fullName: function() {

var studentObject;

studentObject = $scope.student;

return studentObject.firstName + " " + studentObject.lastName;

}

};

});

</script>

</body>

</html>

### Output

Open textAngularJS.htm in a web browser. See the result.

## ANGULARJS - FILTERS

<https://www.tutorialspoint.com/angularjs/angularjs_filters.htm>
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Filters are used to change modify the data and can be clubbed in expression or directives using pipe character. Following is the list of commonly used filters.

|  |  |  |
| --- | --- | --- |
| **Sr.No.** | **Name** | **Description** |
| 1 | uppercase | converts a text to upper case text. |
| 2 | lowercase | converts a text to lower case text. |
| 3 | currency | formats text in a currency format. |
| 4 | filter | filter the array to a subset of it based on provided criteria. |
| 5 | orderby | orders the array based on provided criteria. |

### uppercase filter

Add uppercase filter to an expression using pipe character. Here we've added uppercase filter to print student name in all capital letters.

Enter first name:<input type = "text" ng-model = "student.firstName">

Enter last name: <input type = "text" ng-model = "student.lastName">

Name in Upper Case: {{student.fullName() | uppercase}}

### lowercase filter

Add lowercase filter to an expression using pipe character. Here we've added lowercase filter to print student name in all lowercase letters.

Enter first name:<input type = "text" ng-model = "student.firstName">

Enter last name: <input type = "text" ng-model = "student.lastName">

Name in Lower Case: {{student.fullName() | lowercase}}

### currency filter

Add currency filter to an expression returning number using pipe character. Here we've added currency filter to print fees using currency format.

Enter fees: <input type = "text" ng-model = "student.fees">

fees: {{student.fees | currency}}

### filter filter

To display only required subjects, we've used subjectName as filter.

Enter subject: <input type = "text" ng-model = "subjectName">

Subject:

<ul>

<li ng-repeat = "subject in student.subjects | filter: subjectName">

{{ subject.name + ', marks:' + subject.marks }}

</li>

</ul>

### orderby filter

To order subjects by marks, we've used orderBy marks.

Subject:

<ul>

<li ng-repeat = "subject in student.subjects | orderBy:'marks'">

{{ subject.name + ', marks:' + subject.marks }}

</li>

</ul>

### Example

Following example will showcase all the above mentioned filters.

*testAngularJS.htm*

<html>

<head>

<title>Angular JS Filters</title>

<script src = "https://ajax.googleapis.com/ajax/libs/angularjs/1.3.14/angular.min.js"></script>

</head>

<body>

<h2>AngularJS Sample Application</h2>

<div ng-app = "mainApp" ng-controller = "studentController">

<table border = "0">

<tr>

<td>Enter first name:</td>

<td><input type = "text" ng-model = "student.firstName"></td>

</tr>

<tr>

<td>Enter last name: </td>

<td><input type = "text" ng-model = "student.lastName"></td>

</tr>

<tr>

<td>Enter fees: </td>

<td><input type = "text" ng-model = "student.fees"></td>

</tr>

<tr>

<td>Enter subject: </td>

<td><input type = "text" ng-model = "subjectName"></td>

</tr>

</table>

<br/>

<table border = "0">

<tr>

<td>Name in Upper Case: </td><td>{{student.fullName() | uppercase}}</td>

</tr>

<tr>

<td>Name in Lower Case: </td><td>{{student.fullName() | lowercase}}</td>

</tr>

<tr>

<td>fees: </td><td>{{student.fees | currency}}

</td>

</tr>

<tr>

<td>Subject:</td>

<td>

<ul>

<li ng-repeat = "subject in student.subjects | filter: subjectName |orderBy:'marks'">

{{ subject.name + ', marks:' + subject.marks }}

</li>

</ul>

</td>

</tr>

</table>

</div>

<script>

var mainApp = angular.module("mainApp", []);

mainApp.controller('studentController', function($scope) {

$scope.student = {

firstName: "Mahesh",

lastName: "Parashar",

fees:500,

subjects:[

{name:'Physics',marks:70},

{name:'Chemistry',marks:80},

{name:'Math',marks:65}

],

fullName: function() {

var studentObject;

studentObject = $scope.student;

return studentObject.firstName + " " + studentObject.lastName;

}

};

});

</script>

</body>

</html>

### Output

Open textAngularJS.htm in a web browser. See the result.

## ANGULARJS - HTML DOM

<https://www.tutorialspoint.com/angularjs/angularjs_html_dom.htm>
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Following directives can be used to bind application data to attributes of HTML DOM Elements.

|  |  |  |
| --- | --- | --- |
| **Sr.No.** | **Name** | **Description** |
| 1 | ng-disabled | disables a given control. |
| 2 | ng-show | shows a given control. |
| 3 | ng-hide | hides a given control. |
| 4 | ng-click | represents a AngularJS click event. |

### ng-disabled directive

Add ng-disabled attribute to a HTML button and pass it a model. Bind the model to an checkbox and see the variation.

<input type = "checkbox" ng-model = "enableDisableButton">Disable Button

<button ng-disabled = "enableDisableButton">Click Me!</button>

### ng-show directive

Add ng-show attribute to a HTML button and pass it a model. Bind the model to an checkbox and see the variation.

<input type = "checkbox" ng-model = "showHide1">Show Button

<button ng-show = "showHide1">Click Me!</button>

### ng-hide directive

Add ng-hide attribute to a HTML button and pass it a model. Bind the model to an checkbox and see the variation.

<input type = "checkbox" ng-model = "showHide2">Hide Button

<button ng-hide = "showHide2">Click Me!</button>

### ng-click directive

Add ng-click attribute to a HTML button and update a model. Bind the model to html and see the variation.

<p>Total click: {{ clickCounter }}</p>

<button ng-click = "clickCounter = clickCounter + 1">Click Me!</button>

### Example

Following example will showcase all the above mentioned directives.

*testAngularJS.htm*

<html>

<head>

<title>AngularJS HTML DOM</title>

</head>

<body>

<h2>AngularJS Sample Application</h2>

<div ng-app = "">

<table border = "0">

<tr>

<td><input type = "checkbox" ng-model = "enableDisableButton">Disable Button</td>

<td><button ng-disabled = "enableDisableButton">Click Me!</button></td>

</tr>

<tr>

<td><input type = "checkbox" ng-model = "showHide1">Show Button</td>

<td><button ng-show = "showHide1">Click Me!</button></td>

</tr>

<tr>

<td><input type = "checkbox" ng-model = "showHide2">Hide Button</td>

<td><button ng-hide = "showHide2">Click Me!</button></td>

</tr>

<tr>

<td><p>Total click: {{ clickCounter }}</p></td>

<td><button ng-click = "clickCounter = clickCounter + 1">Click Me!</button></td>

</tr>

</table>

</div>

<script src = "https://ajax.googleapis.com/ajax/libs/angularjs/1.3.14/angular.min.js"></script>

</body>

</html>

### Output

Open textAngularJS.htm in a web browser. See the result.

## ANGULARJS - MODULES

<https://www.tutorialspoint.com/angularjs/angularjs_modules.htm>
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AngularJS supports modular approach. Modules are used to separate logics say services, controllers, application etc. and keep the code clean. We define modules in separate js files and name them as per the module.js file. In this example we're going to create two modules.

* **Application Module** − used to initialize an application with controllerss.
* **Controller Module** − used to define the controller.

### Application Module

*mainApp.js*

var mainApp = angular.module("mainApp", []);

Here we've declared an application **mainApp** module using angular.module function. We've passed an empty array to it. This array generally contains dependent modules.

### Controller Module

*studentController.js*

mainApp.controller("studentController", function($scope) {

$scope.student = {

firstName: "Mahesh",

lastName: "Parashar",

fees:500,

subjects:[

{name:'Physics',marks:70},

{name:'Chemistry',marks:80},

{name:'Math',marks:65},

{name:'English',marks:75},

{name:'Hindi',marks:67}

],

fullName: function() {

var studentObject;

studentObject = $scope.student;

return studentObject.firstName + " " + studentObject.lastName;

}

};

});

Here we've declared a controller **studentController** module using mainApp.controller function.

### Use Modules

<div ng-app = "mainApp" ng-controller = "studentController">

...

<script src = "mainApp.js"></script>

<script src = "studentController.js"></script>

</div>

Here we've used application module using ng-app directive and controller using ng-controller directive. We've imported mainApp.js and studentController.js in the main html page.

### Example

Following example will showcase all the above mentioned modules.

*testAngularJS.htm*

<html>

<head>

<title>Angular JS Modules</title>

<script src = "https://ajax.googleapis.com/ajax/libs/angularjs/1.3.14/angular.min.js"></script>

<script src = "/angularjs/src/module/mainApp.js"></script>

<script src = "/angularjs/src/module/studentController.js"></script>

<style>

table, th , td {

border: 1px solid grey;

border-collapse: collapse;

padding: 5px;

}

table tr:nth-child(odd) {

background-color: #f2f2f2;

}

table tr:nth-child(even) {

background-color: #ffffff;

}

</style>

</head>

<body>

<h2>AngularJS Sample Application</h2>

<div ng-app = "mainApp" ng-controller = "studentController">

<table border = "0">

<tr>

<td>Enter first name:</td>

<td><input type = "text" ng-model = "student.firstName"></td>

</tr>

<tr>

<td>Enter last name: </td>

<td><input type = "text" ng-model = "student.lastName"></td>

</tr>

<tr>

<td>Name: </td>

<td>{{student.fullName()}}</td>

</tr>

<tr>

<td>Subject:</td>

<td>

<table>

<tr>

<th>Name</th>

<th>Marks</th>

</tr>

<tr ng-repeat = "subject in student.subjects">

<td>{{ subject.name }}</td>

<td>{{ subject.marks }}</td>

</tr>

</table>

</td>

</tr>

</table>

</div>

</body>

</html>

*mainApp.js*

var mainApp = angular.module("mainApp", []);

*studentController.js*

mainApp.controller("studentController", function($scope) {

$scope.student = {

firstName: "Mahesh",

lastName: "Parashar",

fees:500,

subjects:[

{name:'Physics',marks:70},

{name:'Chemistry',marks:80},

{name:'Math',marks:65},

{name:'English',marks:75},

{name:'Hindi',marks:67}

],

fullName: function() {

var studentObject;

studentObject = $scope.student;

return studentObject.firstName + " " + studentObject.lastName;

}

};

});

### Output

Open textAngularJS.htm in a web browser. See the result.

## ANGULARJS - FORMS

<https://www.tutorialspoint.com/angularjs/angularjs_forms.htm>
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AngularJS enriches form filling and validation. We can use ng-click to handle AngularJS click on button and use dirtyanddirtyandinvalid flags to do the validations in seemless way. Use novalidate with a form declaration to disable any browser specific validation. Forms controls makes heavy use of Angular events. Let's have a quick look on events first.

### Events

AngularJS provides multiple events which can be associated with the HTML controls. For example ng-click is normally associated with button. Following are supported events in Angular JS.

* ng-click
* ng-dbl-click
* ng-mousedown
* ng-mouseup
* ng-mouseenter
* ng-mouseleave
* ng-mousemove
* ng-mouseover
* ng-keydown
* ng-keyup
* ng-keypress
* ng-change

### ng-click

Reset data of a form using on-click directive of a button.

<input name = "firstname" type = "text" ng-model = "firstName" required>

<input name = "lastname" type = "text" ng-model = "lastName" required>

<input name = "email" type = "email" ng-model = "email" required>

<button ng-click = "reset()">Reset</button>

<script>

function studentController($scope) {

$scope.reset = function(){

$scope.firstName = "Mahesh";

$scope.lastName = "Parashar";

$scope.email = "MaheshParashar@tutorialspoint.com";

}

$scope.reset();

}

</script>

### Validate data

Following can be used to track error.

* **$dirty** − states that value has been changed.
* **$invalid** − states that value entered is invalid.
* **$error** − states the exact error.

### Example

Following example will showcase all the above mentioned directives.

*testAngularJS.htm*

<html>

<head>

<title>Angular JS Forms</title>

<script src = "https://ajax.googleapis.com/ajax/libs/angularjs/1.3.14/angular.min.js"></script>

<style>

table, th , td {

border: 1px solid grey;

border-collapse: collapse;

padding: 5px;

}

table tr:nth-child(odd) {

background-color: #f2f2f2;

}

table tr:nth-child(even) {

background-color: #ffffff;

}

</style>

</head>

<body>

<h2>AngularJS Sample Application</h2>

<div ng-app = "mainApp" ng-controller = "studentController">

<form name = "studentForm" novalidate>

<table border = "0">

<tr>

<td>Enter first name:</td>

<td><input name = "firstname" type = "text" ng-model = "firstName" required>

<span style = "color:red" ng-show = "studentForm.firstname.$dirty && studentForm.firstname.$invalid">

<span ng-show = "studentForm.firstname.$error.required">First Name is required.</span>

</span>

</td>

</tr>

<tr>

<td>Enter last name: </td>

<td><input name = "lastname" type = "text" ng-model = "lastName" required>

<span style = "color:red" ng-show = "studentForm.lastname.$dirty && studentForm.lastname.$invalid">

<span ng-show = "studentForm.lastname.$error.required">Last Name is required.</span>

</span>

</td>

</tr>

<tr>

<td>Email: </td><td><input name = "email" type = "email" ng-model = "email" length = "100" required>

<span style = "color:red" ng-show = "studentForm.email.$dirty && studentForm.email.$invalid">

<span ng-show = "studentForm.email.$error.required">Email is required.</span>

<span ng-show = "studentForm.email.$error.email">Invalid email address.</span>

</span>

</td>

</tr>

<tr>

<td>

<button ng-click = "reset()">Reset</button>

</td>

<td>

<button ng-disabled = "studentForm.firstname.$dirty &&

studentForm.firstname.$invalid || studentForm.lastname.$dirty &&

studentForm.lastname.$invalid || studentForm.email.$dirty &&

studentForm.email.$invalid" ng-click="submit()">Submit</button>

</td>

</tr>

</table>

</form>

</div>

<script>

var mainApp = angular.module("mainApp", []);

mainApp.controller('studentController', function($scope) {

$scope.reset = function(){

$scope.firstName = "Mahesh";

$scope.lastName = "Parashar";

$scope.email = "MaheshParashar@tutorialspoint.com";

}

$scope.reset();

});

</script>

</body>

</html>

### Output

Open textAngularJS.htm in a web browser. See the result.

## ANGULARJS - INCLUDES

<https://www.tutorialspoint.com/angularjs/angularjs_includes.htm>
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HTML does not support embedding html pages within html page. To achieve this functionality following ways are used −

* **Using Ajax** − Make a server call to get the corresponding html page and set it in innerHTML of html control.
* **Using Server Side Includes** − JSP, PHP and other web side server technologies can include html pages within a dynamic page.

Using AngularJS, we can embed HTML pages within a HTML page using ng-include directive.

<div ng-app = "" ng-controller = "studentController">

<div ng-include = "'main.htm'"></div>

<div ng-include = "'subjects.htm'"></div>

</div>

### Example

*tryAngularJS.htm*

<html>

<head>

<title>Angular JS Includes</title>

<script src = "https://ajax.googleapis.com/ajax/libs/angularjs/1.3.14/angular.min.js"></script>

<style>

table, th , td {

border: 1px solid grey;

border-collapse: collapse;

padding: 5px;

}

table tr:nth-child(odd) {

background-color: #f2f2f2;

}

table tr:nth-child(even) {

background-color: #ffffff;

}

</style>

</head>

<body>

<h2>AngularJS Sample Application</h2>

<div ng-app = "mainApp" ng-controller="studentController">

<div ng-include = "'/angularjs/src/include/main.htm'"></div>

<div ng-include = "'/angularjs/src/include/subjects.htm'"></div>

</div>

<script>

var mainApp = angular.module("mainApp", []);

mainApp.controller('studentController', function($scope) {

$scope.student = {

firstName: "Mahesh",

lastName: "Parashar",

fees:500,

subjects:[

{name:'Physics',marks:70},

{name:'Chemistry',marks:80},

{name:'Math',marks:65},

{name:'English',marks:75},

{name:'Hindi',marks:67}

],

fullName: function() {

var studentObject;

studentObject = $scope.student;

return studentObject.firstName + " " + studentObject.lastName;

}

};

});

</script>

</body>

</html>

*main.htm*

<table border = "0">

<tr>

<td>Enter first name:</td>

<td><input type = "text" ng-model = "student.firstName"></td>

</tr>

<tr>

<td>Enter last name: </td>

<td><input type = "text" ng-model = "student.lastName"></td>

</tr>

<tr>

<td>Name: </td>

<td>{{student.fullName()}}</td>

</tr>

</table>

*subjects.htm*

<p>Subjects:</p>

<table>

<tr>

<th>Name</th>

<th>Marks</th>

</tr>

<tr ng-repeat = "subject in student.subjects">

<td>{{ subject.name }}</td>

<td>{{ subject.marks }}</td>

</tr>

</table>

### Output

To run this example, you need to deploy textAngularJS.htm, main.htm and subjects.htm to a webserver. Open textAngularJS.htm using url of your server in a web browser. See the result.

## ANGULARJS - AJAX

AngularJS provides https:controlwhichworksasaservicetoreaddatafromtheserver.The server makes a database call to get the desired records. AngularJS needs data in JSON format. Once the data is ready, https:control which works as a service to read data from the server. The server makes a database call to get the desired records. AngularJS needs data in JSON format. Once the data is ready, https: can be used to get the data from server in the following manner −

function studentController($scope,$https:) {

var url = "data.txt";

$https:.get(url).success( function(response) {

$scope.students = response;

});

}

Here, the file data.txt contains student records. $https: service makes an ajax call and sets response to its property students. *students* model can be used to draw tables in HTML.

### Examples

#### data.txt

[

{

"Name" : "Mahesh Parashar",

"RollNo" : 101,

"Percentage" : "80%"

},

{

"Name" : "Dinkar Kad",

"RollNo" : 201,

"Percentage" : "70%"

},

{

"Name" : "Robert",

"RollNo" : 191,

"Percentage" : "75%"

},

{

"Name" : "Julian Joe",

"RollNo" : 111,

"Percentage" : "77%"

}

]

#### testAngularJS.htm

<html>

<head>

<title>Angular JS Includes</title>

<style>

table, th , td {

border: 1px solid grey;

border-collapse: collapse;

padding: 5px;

}

table tr:nth-child(odd) {

background-color: #f2f2f2;

}

table tr:nth-child(even) {

background-color: #ffffff;

}

</style>

</head>

<body>

<h2>AngularJS Sample Application</h2>

<div ng-app = "" ng-controller = "studentController">

<table>

<tr>

<th>Name</th>

<th>Roll No</th>

<th>Percentage</th>

</tr>

<tr ng-repeat = "student in students">

<td>{{ student.Name }}</td>

<td>{{ student.RollNo }}</td>

<td>{{ student.Percentage }}</td>

</tr>

</table>

</div>

<script>

function studentController($scope,$http) {

var url = "data.txt";

$http.get(url).then( function(response) {

$scope.students = response.data;

});

}

</script>

<script src = "https://ajax.googleapis.com/ajax/libs/angularjs/1.2.15/angular.min.js"></script>

</body>

</html>

### Output

To execute this example, you need to deploy *testAngularJS.htm* and *data.txt* file to a web server. Open the file *testAngularJS.htm* using the URL of your server in a web browser and see the result.

## ANGULARJS - VIEWS

<https://www.tutorialspoint.com/angularjs/angularjs_views.htm>
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AngularJS supports Single Page Application via multiple views on a single page. To do this AngularJS has provided ng-view and ng-template directives and $routeProvider services.

### ng-view

ng-view tag simply creates a place holder where a corresponding view htmlorng−templateviewhtmlorng−templateviewcan be placed based on the configuration.

#### Usage

Define a div with ng-view within the main module.

<div ng-app = "mainApp">

...

<div ng-view></div>

</div>

### ng-template

ng-template directive is used to create an html view using script tag. It contains "id" attribute which is used by $routeProvider to map a view with a controller.

#### Usage

Define a script block with type as ng-template within the main module.

<div ng-app = "mainApp">

...

<script type = "text/ng-template" id = "addStudent.htm">

<h2> Add Student </h2>

{{message}}

</script>

</div>

### $routeProvider

$routeProvider is the key service which set the configuration of urls, map them with the corresponding html page or ng-template, and attach a controller with the same.

#### Usage

Define a script block with main module and set the routing configuration.

var mainApp = angular.module("mainApp", ['ngRoute']);

mainApp.config(['$routeProvider', function($routeProvider) {

$routeProvider.

when('/addStudent', {

templateUrl: 'addStudent.htm', controller: 'AddStudentController'

}).

when('/viewStudents', {

templateUrl: 'viewStudents.htm', controller: 'ViewStudentsController'

}).

otherwise({

redirectTo: '/addStudent'

});

}]);

Following are the important points to be considered in above example.

* routeProviderisdefinedasafunctionunderconfigofmainAppmoduleusingkeyas′routeProviderisdefinedasafunctionunderconfigofmainAppmoduleusingkeyas′routeProvider'.
* $routeProvider.when defines a url "/addStudent" which then is mapped to "addStudent.htm". addStudent.htm should be present in the same path as main html page.If htm page is not defined then ng-template to be used with id="addStudent.htm". We've used ng-template.
* "otherwise" is used to set the default view.
* "controller" is used to set the corresponding controller for the view.

### Example

Following example will showcase all the above mentioned directives.

*testAngularJS.htm*

<html>

<head>

<title>Angular JS Views</title>

<script src = "https://ajax.googleapis.com/ajax/libs/angularjs/1.3.14/angular.min.js"></script>

<script src = "https://ajax.googleapis.com/ajax/libs/angularjs/1.3.14/angular-route.min.js"></script>

</head>

<body>

<h2>AngularJS Sample Application</h2>

<div ng-app = "mainApp">

<p><a href = "#addStudent">Add Student</a></p>

<p><a href = "#viewStudents">View Students</a></p>

<div ng-view></div>

<script type = "text/ng-template" id = "addStudent.htm">

<h2> Add Student </h2>

{{message}}

</script>

<script type = "text/ng-template" id = "viewStudents.htm">

<h2> View Students </h2>

{{message}}

</script>

</div>

<script>

var mainApp = angular.module("mainApp", ['ngRoute']);

mainApp.config(['$routeProvider', function($routeProvider) {

$routeProvider.

when('/addStudent', {

templateUrl: 'addStudent.htm',

controller: 'AddStudentController'

}).

when('/viewStudents', {

templateUrl: 'viewStudents.htm',

controller: 'ViewStudentsController'

}).

otherwise({

redirectTo: '/addStudent'

});

}]);

mainApp.controller('AddStudentController', function($scope) {

$scope.message = "This page will be used to display add student form";

});

mainApp.controller('ViewStudentsController', function($scope) {

$scope.message = "This page will be used to display all the students";

});

</script>

</body>

</html>

### Result

Open textAngularJS.htm in a web browser. See the result.

## ANGULARJS - SCOPES

<https://www.tutorialspoint.com/angularjs/angularjs_scopes.htm>
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Scope is a special javascript object which plays the role of joining controller with the views. Scope contains the model data. In controllers, model data is accessed via $scope object.

<script>

var mainApp = angular.module("mainApp", []);

mainApp.controller("shapeController", function($scope) {

$scope.message = "In shape controller";

$scope.type = "Shape";

});

</script>

Following are the important points to be considered in above example.

* $scope is passed as first argument to controller during its constructor definition.
* scope.messageandscope.messageandscope.type are the models which are to be used in the HTML page.
* We've set values to models which will be reflected in the application module whose controller is shapeController.
* We can define functions as well in $scope.

### Scope Inheritance

Scope are controllers specific. If we defines nested controllers then child controller will inherit the scope of its parent controller.

<script>

var mainApp = angular.module("mainApp", []);

mainApp.controller("shapeController", function($scope) {

$scope.message = "In shape controller";

$scope.type = "Shape";

});

mainApp.controller("circleController", function($scope) {

$scope.message = "In circle controller";

});

</script>

Following are the important points to be considered in above example.

* We've set values to models in shapeController.
* We've overridden message in child controller circleController. When "message" is used within module of controller circleController, the overridden message will be used.

### Example

Following example will showcase all the above mentioned directives.

*testAngularJS.htm*

<html>

<head>

<title>Angular JS Forms</title>

</head>

<body>

<h2>AngularJS Sample Application</h2>

<div ng-app = "mainApp" ng-controller = "shapeController">

<p>{{message}} <br/> {{type}} </p>

<div ng-controller = "circleController">

<p>{{message}} <br/> {{type}} </p>

</div>

<div ng-controller = "squareController">

<p>{{message}} <br/> {{type}} </p>

</div>

</div>

<script src = "https://ajax.googleapis.com/ajax/libs/angularjs/1.3.14/angular.min.js"></script>

<script>

var mainApp = angular.module("mainApp", []);

mainApp.controller("shapeController", function($scope) {

$scope.message = "In shape controller";

$scope.type = "Shape";

});

mainApp.controller("circleController", function($scope) {

$scope.message = "In circle controller";

});

mainApp.controller("squareController", function($scope) {

$scope.message = "In square controller";

$scope.type = "Square";

});

</script>

</body>

</html>

### Result

Open textAngularJS.htm in a web browser. See the result.

### ANGULARJS - SERVICES

<https://www.tutorialspoint.com/angularjs/angularjs_services.htm>
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AngularJS supports the concepts of "Separation of Concerns" using services architecture. Services are javascript functions and are responsible to do a specific tasks only. This makes them an individual entity which is maintainable and testable. Controllers, filters can call them as on requirement basis. Services are normally injected using dependency injection mechanism of AngularJS.

AngularJS provides many inbuilt services for example, https:,https:,route, window,window,location etc. Each service is responsible for a specific task for example, https:isusedtomakeajaxcalltogettheserverdata.https:isusedtomakeajaxcalltogettheserverdata.route is used to define the routing information and so on. Inbuilt services are always prefixed with $ symbol.

There are two ways to create a service.

* factory
* service

### Using factory method

Using factory method, we first define a factory and then assign method to it.

var mainApp = angular.module("mainApp", []);

mainApp.factory('MathService', function() {

var factory = {};

factory.multiply = function(a, b) {

return a \* b

}

return factory;

});

### Using service method

Using service method, we define a service and then assign method to it. We've also injected an already available service to it.

mainApp.service('CalcService', function(MathService){

this.square = function(a) {

return MathService.multiply(a,a);

}

});

### Example

Following example will showcase all the above mentioned directives.

*testAngularJS.htm*

<html>

<head>

<title>Angular JS Services</title>

<script src = "https://ajax.googleapis.com/ajax/libs/angularjs/1.3.14/angular.min.js"></script>

</head>

<body>

<h2>AngularJS Sample Application</h2>

<div ng-app = "mainApp" ng-controller = "CalcController">

<p>Enter a number: <input type = "number" ng-model = "number" /></p>

<button ng-click = "square()">X<sup>2</sup></button>

<p>Result: {{result}}</p>

</div>

<script>

var mainApp = angular.module("mainApp", []);

mainApp.factory('MathService', function() {

var factory = {};

factory.multiply = function(a, b) {

return a \* b

}

return factory;

});

mainApp.service('CalcService', function(MathService){

this.square = function(a) {

return MathService.multiply(a,a);

}

});

mainApp.controller('CalcController', function($scope, CalcService) {

$scope.square = function() {

$scope.result = CalcService.square($scope.number);

}

});

</script>

</body>

</html>

### Result

Open textAngularJS.htm in a web browser. See the result.

## ANGULARJS - DEPENDENCY INJECTION

<https://www.tutorialspoint.com/angularjs/angularjs_dependency_injection.htm>
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Dependency Injection is a software design pattern in which components are given their dependencies instead of hard coding them within the component. This relieves a component from locating the dependency and makes dependencies configurable. This helps in making components reusable, maintainable and testable.

AngularJS provides a supreme Dependency Injection mechanism. It provides following core components which can be injected into each other as dependencies.

* value
* factory
* service
* provider
* constant

### value

value is simple javascript object and it is used to pass values to controller during config phase.

//define a module

var mainApp = angular.module("mainApp", []);

//create a value object as "defaultInput" and pass it a data.

mainApp.value("defaultInput", 5);

...

//inject the value in the controller using its name "defaultInput"

mainApp.controller('CalcController', function($scope, CalcService, defaultInput) {

$scope.number = defaultInput;

$scope.result = CalcService.square($scope.number);

$scope.square = function() {

$scope.result = CalcService.square($scope.number);

}

});

### factory

factory is a function which is used to return value. It creates value on demand whenever a service or controller requires. It normally uses a factory function to calculate and return the value.

//define a module

var mainApp = angular.module("mainApp", []);

//create a factory "MathService" which provides a method multiply to return multiplication of two numbers

mainApp.factory('MathService', function() {

var factory = {};

factory.multiply = function(a, b) {

return a \* b

}

return factory;

});

//inject the factory "MathService" in a service to utilize the multiply method of factory.

mainApp.service('CalcService', function(MathService){

this.square = function(a) {

return MathService.multiply(a,a);

}

});

...

### service

service is a singleton javascript object containing a set of functions to perform certain tasks. Services are defined using service functions and then injected into controllers.

//define a module

var mainApp = angular.module("mainApp", []);

...

//create a service which defines a method square to return square of a number.

mainApp.service('CalcService', function(MathService){

this.square = function(a) {

return MathService.multiply(a,a);

}

});

//inject the service "CalcService" into the controller

mainApp.controller('CalcController', function($scope, CalcService, defaultInput) {

$scope.number = defaultInput;

$scope.result = CalcService.square($scope.number);

$scope.square = function() {

$scope.result = CalcService.square($scope.number);

}

});

### provider

provider is used by AngularJS internally to create services, factory etc. during config phasephaseduringwhichAngularJSbootstrapsitselfphaseduringwhichAngularJSbootstrapsitself. Below mention script can be used to create MathService that we've created earlier. Provider is a special factory method with a method getwhich is used to return the value/service/factory.

//define a module

var mainApp = angular.module("mainApp", []);

...

//create a service using provider which defines a method square to return square of a number.

mainApp.config(function($provide) {

$provide.provider('MathService', function() {

this.$get = function() {

var factory = {};

factory.multiply = function(a, b) {

return a \* b;

}

return factory;

};

});

});

### constant

constants are used to pass values at config phase considering the fact that value can not be used to be passed during config phase.

mainApp.constant("configParam", "constant value");

### Example

Following example will showcase all the above mentioned directives.

*testAngularJS.htm*

<html>

<head>

<title>AngularJS Dependency Injection</title>

</head>

<body>

<h2>AngularJS Sample Application</h2>

<div ng-app = "mainApp" ng-controller = "CalcController">

<p>Enter a number: <input type = "number" ng-model = "number" /></p>

<button ng-click = "square()">X<sup>2</sup></button>

<p>Result: {{result}}</p>

</div>

<script src = "https://ajax.googleapis.com/ajax/libs/angularjs/1.3.14/angular.min.js"></script>

<script>

var mainApp = angular.module("mainApp", []);

mainApp.config(function($provide) {

$provide.provider('MathService', function() {

this.$get = function() {

var factory = {};

factory.multiply = function(a, b) {

return a \* b;

}

return factory;

};

});

});

mainApp.value("defaultInput", 5);

mainApp.factory('MathService', function() {

var factory = {};

factory.multiply = function(a, b) {

return a \* b;

}

return factory;

});

mainApp.service('CalcService', function(MathService){

this.square = function(a) {

return MathService.multiply(a,a);

}

});

mainApp.controller('CalcController', function($scope, CalcService, defaultInput) {

$scope.number = defaultInput;

$scope.result = CalcService.square($scope.number);

$scope.square = function() {

$scope.result = CalcService.square($scope.number);

}

});

</script>

</body>

</html>

### Result

Open textAngularJS.htm in a web browser. See the result.

## ANGULARJS - CUSTOM DIRECTIVES

<https://www.tutorialspoint.com/angularjs/angularjs_custom_directives.htm>

Copyright © tutorialspoint.com

Custom directives are used in AngularJS to extend the functionality of HTML. Custom directives are defined using "directive" function. A custom directive simply replaces the element for which it is activated. AngularJS application during bootstrap finds the matching elements and do one time activity using its compile method of the custom directive then process the element using linkmethod of the custom directive based on the scope of the directive. AngularJS provides support to create custom directives for following type of elements.

* **Element directives** − Directive activates when a matching element is encountered.
* **Attribute** − Directive activates when a matching attribute is encountered.
* **CSS** − Directive activates when a matching css style is encountered.
* **Comment** − Directive activates when a matching comment is encountered.

### Understanding Custom Directive

Define custom html tags.

<student name = "Mahesh"></student><br/>

<student name = "Piyush"></student>

Define custom directive to handle above custom html tags.

var mainApp = angular.module("mainApp", []);

//Create a directive, first parameter is the html element to be attached.

//We are attaching student html tag.

//This directive will be activated as soon as any student element is encountered in html

mainApp.directive('student', function() {

//define the directive object

var directive = {};

//restrict = E, signifies that directive is Element directive

directive.restrict = 'E';

//template replaces the complete element with its text.

directive.template = "Student: <b>{{student.name}}</b> , Roll No: <b>{{student.rollno}}</b>";

//scope is used to distinguish each student element based on criteria.

directive.scope = {

student : "=name"

}

//compile is called during application initialization. AngularJS calls it once when html page is loaded.

directive.compile = function(element, attributes) {

element.css("border", "1px solid #cccccc");

//linkFunction is linked with each element with scope to get the element specific data.

var linkFunction = function($scope, element, attributes) {

element.html("Student: <b>"+$scope.student.name +"</b> , Roll No: <b>"+$scope.student.rollno+"</b><br/>");

element.css("background-color", "#ff00ff");

}

return linkFunction;

}

return directive;

});

Define controller to update the scope for directive. Here we are using name attribute's value as scope's child.

mainApp.controller('StudentController', function($scope) {

$scope.Mahesh = {};

$scope.Mahesh.name = "Mahesh Parashar";

$scope.Mahesh.rollno = 1;

$scope.Piyush = {};

$scope.Piyush.name = "Piyush Parashar";

$scope.Piyush.rollno = 2;

});

### Example

<html>

<head>

<title>Angular JS Custom Directives</title>

</head>

<body>

<h2>AngularJS Sample Application</h2>

<div ng-app = "mainApp" ng-controller = "StudentController">

<student name = "Mahesh"></student><br/>

<student name = "Piyush"></student>

</div>

<script src = "https://ajax.googleapis.com/ajax/libs/angularjs/1.3.14/angular.min.js"></script>

<script>

var mainApp = angular.module("mainApp", []);

mainApp.directive('student', function() {

var directive = {};

directive.restrict = 'E';

directive.template = "Student: <b>{{student.name}}</b> , Roll No: <b>{{student.rollno}}</b>";

directive.scope = {

student : "=name"

}

directive.compile = function(element, attributes) {

element.css("border", "1px solid #cccccc");

var linkFunction = function($scope, element, attributes) {

element.html("Student: <b>"+$scope.student.name +"</b> , Roll No: <b>"+$scope.student.rollno+"</b><br/>");

element.css("background-color", "#ff00ff");

}

return linkFunction;

}

return directive;

});

mainApp.controller('StudentController', function($scope) {

$scope.Mahesh = {};

$scope.Mahesh.name = "Mahesh Parashar";

$scope.Mahesh.rollno = 1;

$scope.Piyush = {};

$scope.Piyush.name = "Piyush Parashar";

$scope.Piyush.rollno = 2;

});

</script>

</body>

</html>

### Result

Open textAngularJS.htm in a web browser. See the result.

## ANGULARJS - INTERNATIONALIZATION

<https://www.tutorialspoint.com/angularjs/angularjs_internationalization.htm>
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AngularJS supports inbuilt internationalization for three types of filters currency, date and numbers. We only need to incorporate corresponding js according to locale of the country. By default it handles the locale of the browser. For example, to use Danish locale, use following script.

<script src = "https://code.angularjs.org/1.2.5/i18n/angular-locale\_da-dk.js"></script>

### Example using Danish locale

*testAngularJS.htm*

<html>

<head>

<title>Angular JS Forms</title>

</head>

<body>

<h2>AngularJS Sample Application</h2>

<div ng-app = "mainApp" ng-controller = "StudentController">

{{fees | currency }} <br/><br/>

{{admissiondate | date }} <br/><br/>

{{rollno | number }}

</div>

<script src = "https://ajax.googleapis.com/ajax/libs/angularjs/1.3.14/angular.min.js"></script>

<script src = "https://code.angularjs.org/1.3.14/i18n/angular-locale\_da-dk.js"></script>

<script>

var mainApp = angular.module("mainApp", []);

mainApp.controller('StudentController', function($scope) {

$scope.fees = 100;

$scope.admissiondate = new Date();

$scope.rollno = 123.45;

});

</script>

</body>

</html>

### Result

Open textAngularJS.htm in a web browser. See the result.

### Example using Browser's locale

*testAngularJS.htm*

<html>

<head>

<title>Angular JS Forms</title>

</head>

<body>

<h2>AngularJS Sample Application</h2>

<div ng-app = "mainApp" ng-controller = "StudentController">

{{fees | currency }} <br/><br/>

{{admissiondate | date }} <br/><br/>

{{rollno | number }}

</div>

<script src = "https://ajax.googleapis.com/ajax/libs/angularjs/1.3.14/angular.min.js"></script>

<!-- <script src = "https://code.angularjs.org/1.3.14/i18n/angular-locale\_da-dk.js"></script> -->

<script>

var mainApp = angular.module("mainApp", []);

mainApp.controller('StudentController', function($scope) {

$scope.fees = 100;

$scope.admissiondate = new Date();

$scope.rollno = 123.45;

});

</script>

</body>

</html>

### Result

Open textAngularJS.htm in a web browser. See the result.